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Abstract

Information systems in several application domains
have to fulfil particularly stringent requirements, first
of all concerning privacy, but then also concern-
ing the ability to audit the use of data in hind-
sight. For databases as a key component of such sys-
tems, the concept of hippocratic databases was pro-
posed (Agrawal et al. 2002). These databases are
targeted at privacy-intensive applications including
healthcare applications. Hippocratic databases en-
able active enforcement of privacy policies, as well
as audits of compliance. We present here a frame-
work that allows us to audit the data that was actu-
ally presented. In a model-driven approach, platform-
independent models support reuse and are translated
into platform dependent models. We present here a
platform-independent model for auditing information
systems. It is based on a message-based system view-
point that allows us to discuss aspects of a service-
oriented architecture on a high-level analysis and de-
sign level. This method shows how we can use a pro-
tocol of all ingoing and outgoing messages as an audit
trail for the system.

1 Introduction

In this paper we discuss a platform-independent
model for message-based communication of informa-
tion systems. We will see how the message model of
this approach fosters our understanding of the system
and enables powerful data analysis. In particular it
will enable us to perform audits of the system usage.
Information systems in several application domains
have to fulfil particularly stringent requirements, first
of all concerning privacy, but then also concerning
the ability to audit the use of data in hindsight.
There are many application areas, in particular in
the healthcare sector, where there is an increasing de-
mand for reliable auditing features, partly motivated
by policies. In practice such policies often already
have connections to message-based concepts such as
EDI. For databases as a key component of such sys-
tems, the concept of hippocratic databases was pro-
posed (Agrawal et al. 2002). These databases are
targeted at privacy-intensive applications including
healthcare applications. Hippocratic databases pro-
vide support for active enforcement of privacy poli-
cies, as well as for audits of compliance with these
policies. The compliance audit is based on database
accesses. If we want to interpret these database ac-
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cesses, however, we have to make some assumptions
on the information system that processes the data
before the presentation to the user. In contrast, we
present here a framework that allows us to audit the
data that was actually presented. Our framework al-
lows us to audit end-user interaction with the system,
as well as interaction via service-oriented interfaces.

We use a form-oriented system model (Draheim &
Weber 2004), because in this way the message-based
audit-data can be obtained in a structured data for-
mat that can be easily mapped to relational data.
This makes it possible to store such data in a mean-
ingful way directly in a data analysis component such
as a data warehouse or in Hippocratic databases in or-
der to use the advantages of this technology not only
to the primary data, but also to the audit data, such
as limited disclosure (LeFevre et al. 2004).

This paper is first of all focusing on presenting
the underlying system model, the paper naturally
leaves the discussion of detailed audit functions to
further presentations. This system model can not
only be applied to human-computer interaction, but
also to the boundaries of discernible subsystems of
an information system. For the latter purpose we in-
troduce a platform-independent model for message-
based communication between automated systems.
One key idea of a model-driven approach is to use
platform-independent models in order to enable reuse
to translate them into platform-dependent models.
For service-oriented architectures, many frequently
discussed languages are not platform-independent;
BPEL, for instance, is tailored towards web-services.
In the same vein, it is important to realize that a (mis-
)understanding of service-orientation as mere web-
services roll-out is an implementation technology and
not an architecture.

We discuss here a platform-independent model
that has been successfully applied in industry
projects. Today’s enterprise computing projects are
covering areas as diverse as healthcare (Eichelberg
et al. 2005) and e-commerce (Zhang et al. 2006). In
such projects, a plethora of different message-based
technologies is used; take just e-commerce with clas-
sical EDI (Kimberley 1991) and AS2 (D. Moberg and
R. Drummond 2005), a novel e-commerce standard
that is similar but different from web-services (Bussler
et al. 2002, Weerawarana et al. 2005). We capture our
modeling approaches as viewpoints in the tradition of
Open Distributed Processing (ODP) (ISO/IEC 1995,
Farooqui et al. 1995).

The main line of argument of this paper is as fol-
lows. In Section 2 we reflect on the importance of
message-based communication for enterprise comput-
ing. In Section 3 we motivate our approach with the
viewpoint approach of ODP and discuss a key mod-
eling principle, namely the heavy use of immutable
datatypes. In this paper we focus on statically typed
system models. The methodology here can also be



generalized to untyped or dynamically typed system
models, but many parts of such generalizations are
rather straightforward, moreover they incur the usual
loss of static expressibility and are of lesser inter-
est for the comparison with other formalisms. The
message-based viewpoint presented in Section 4 cap-
tures the high-level architecture of state-of-the-art
systems, particularly enterprise service bus architec-
tures. This viewpoint gives rise to our platform-
independent high-level design models; they are called
Data Type Interchange Models (DTIMs) and are de-
signed to match these modern message-based system
architectures. In Section 5 we explain how this gives
a message-based model of human interaction with the
system. In Section 8 we discuss the system view of
form-oriented analysis. In Section 7 we discuss how
this interface model allows us to define system view-
points in the ODP terminology; these viewpoints in
turn allow us to discuss important features that we
expect from an auditable information system.

2 Connectivity of Enterprise Systems

The automated communication between systems is
one of the cornerstones of an efficient IT infrastruc-
ture within or between organizations. The challenges
here are not just the different technologies used by
different organizations and the agreement on the se-
mantics of the exchanged messages. A further im-
portant issue is related to system stability. An orga-
nization participating in automated communication
wants to make sure that the use of the automated
interface does not endanger the stability of its own
system. But also within a single organization very
similar stability demands for system communication
appear, since the desire is to decouple the systems
with respect to failures so that no single event can
endanger the whole IT infrastructure.

2.1 Message-Based Middleware

An established best practice for the implementation
of data interchange between different system units
is the use of message-based middleware. In using
message-based middleware, systems can send infor-
mation asynchronously to other system parts. The
delivery can be configured to follow different qual-
ity of service (QoS) levels. A particular high-quality
service can be obtained by the use of persistent mes-
saging. A crucial element of the message-based in-
frastructure and a key difference to simple remote
method invocation is the existence of queues which
store the messages until they are retrieved by the re-
ceiver. The queues fulfill two intertwined purposes.
First they provide a buffer for bridging temporal load
peaks; of course this means that the queued requests
experience a delay in response time. Secondly they
provide a means of secure intermediate storage; in
the case of persistent messaging this is a transac-
tionally safe storage. Today, persistent messaging is
done through high-quality Enterprise Service Buses
(ESBs), as shown in Figure 1. Asynchronous mes-
saging services can be used to build synchronous re-
quest/response services on top of them. The under-
lying principle is ubiquitous in computing and also
found where synchronous services are built on top of
IP, which is itself asynchronous. We recall that the
transaction service enables consistent multi-user busi-
ness logic on shared data. Persistent messaging now
is attractive, since it makes it possible to combine in-
dependent transactional systems in a transactionally
safe manner, without creating the considerable over-
head of a distributed transactions framework. The
message-based paradigm is the foundation of our net-

work model. The consistent use of this paradigm not
only provides a simple and adequate model for spec-
ification purposes, but also ensures that the specifi-
cation is directly translatable in many current archi-
tectures, including persistent messaging and Web ser-
vices. Our message-based network paradigm is part
of the high-level programming paradigm.

2.2 Electronic Data Interchange

Message-based data interchange is used in many ma-
ture technologies. EDI is an implementation tech-
nique for business message interchange (Emmelhainz
1992). EDI allows communication with high QoS,
which can furthermore be customized. The inter-
change is traditionally on dedicated networks, so–
called value–added networks. EDI furthermore de-
fines industry-wide message types, which can be seen
as one of the most important examples of domain
models, i.e., common models for an application do-
main. A system based on EDI can easily be modeled
with form-oriented techniques, and the form-oriented
description can be seamlessly mapped to a design for
a system communicating with EDI.

2.3 Web Services

Web services (Alonso et al. 2004) are an implementa-
tion technique for message communication. They use
XML as a semistructured format (Buneman 1997) for
messages. Notations for distributed systems based on
Web services are called Web service orchestration lan-
guages such as BPEL (TC 2007). Web services use a
type system given through the XML Schema concept.
Deployed Web services are described by the Web Ser-
vice Description Language WSDL. This language can
be used for the specification of configuration informa-
tion, i.e., about the data transmission options cho-
sen. This approach is technology-dependent: BPEL
primarily describes Web service communications. A
higher degree of abstraction is needed for modeling at
the design or analysis stage.

3 The Memo Based Viewpoint

The reference model for ODP defines a viewpoint
as “a form of abstraction achieved using a selected
set of architectural concepts and structuring rules, in
order to focus on particular concerns within a sys-
tem.” (ISO/IEC 1995). We will propose our own
viewpoints, some of them are related to the enter-
prise viewpoint of ODP; each of our viewpoints gives
rise to a particular important modeling concept.

Our first viewpoint is the memo-based viewpoint
and it captures the requirements of a rigorous docu-
ment quality management as it is current best prac-
tice. The central architectural feature of this view-
point is that the system model must contain a single
space of memorandums, memos for short. In this sys-
tem view, all IT-related business activities proceed
by creating documents, namely the memos, typically
based on earlier documents. Memos are only con-
sidered created at the moment the user or the sys-
tem signs them, and after this point in time they are
immutable in a truly persistent way and remain in
the system state. Hence the memo viewpoint mod-
els archiving on an analysis level as the repository of
memos. User generated as well as relevant system
generated memos must be kept. We want to model
memos in the data model. Hence memos must be
modeled as immutable composite data objects.

In a stronger version, the fully memo based view-
point, it is established that the whole system state
can be derived from this repository of memos, and
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Figure 1: The high level design expressed in DTIMs fits to Enterprise Service Bus (ESB) Architectures.

hence this repository is the system state. The clas-
sical changeable system state can then be seen as a
mere view on this repository as it would be possible
using database view technology. This state can still
be effectively updateable, but the update commands
would be stated as memos, and the definition of the
current state as a view has to be such that an inserted
update memo has the desired effect. Take a collection
of accounts as an example. The update memos could
be credit/debit memos for accounts. The table of
current balances of the accounts is a view that is de-
fined by taking the sum over all credit/debit memos
for each account; in this way the insertion of such a
memo leads to the desired effect. A more detailed
discussion of this view will be given in Section 8.

The memo-based viewpoint is not supposed to fit
to all computer applications; for example real-time
control applications are different. But it is a powerful
tool for administrative applications.

The memo-based viewpoint makes clear that im-
mutable memos are capable of maintaining a model
of the system development, because the memos refer-
ence back to earlier memos; this will be elaborated in
the Memo Flow Model.

As such, it is again an enabling viewpoint for later
process models. Memos are a precursor to messages,
but in memos there is no emphasis on them being
sent. The memo-based viewpoint is a slight alter-
ation of a message-based viewpoint: The aspect of
transporting information is not yet emphasised, and
persistence is emphasized more.

4 The Message-Based System Viewpoint

We will use memos to describe messages. Messages
are therefore persistent and kept in a repository, the
message model. For the sake of regularity, in this
viewpoint all memos are considered to be messages,
therefore it is called the message-based viewpoint.
Furthermore we assume the messages to be strongly
typed. Each model in this viewpoint is called a data
type interchange model, DTIM for short. DTIMs are
high-level design models for message-based communi-
cation. In this viewpoint we will capture the architec-
ture of state-of-the-art message-based systems. They
fit well for example to enterprise service bus architec-
tures (Luo et al. 2005), but also to similar systems
used in electronic data interchange (Dowdeswell &
Lutteroth 2005).

The core architectural feature of such systems is
that the business logic is comprised of components
that are triggered by messages. This common high

level design might be implemented with various con-
crete component technologies, such as message-driven
enterprise java beans (EJBs) or XML style sheets.
In Figure 1 two components are shown as transfor-
mations that take messages and produce again other
messages.

4.1 Unit Systems as Automata

In form-oriented analysis, distributed systems are
conceived as a net of single systems, called unit
systems. Such a unit system is a computational
automaton with a state. In an untyped view, such
an automaton is specified by a single state transition
function:

stateTransitionFunction: message × state

→ state × collectionOf(message)

In the statically typed view, the unit system
offers a set of transactions it can perform. Each
transaction has an associated message type. The
state transition function is conditional and invokes
for each message type a different transaction which
is the state transition for this message type. A
transaction takes a message and produces a set of
new messages. The transition function can now be
written as:

transactiona: messagea × state → state

× collectionOf(messagea1 )

× collectionOf(messagea2 )

. . .
× collectionOf(messageana

)

transactionb: messageb × state → state

× collectionOf(messageb1 )

× collectionOf(messageb2 )

. . .
× collectionOf(messagebnb

)

.

.

.

We can therefore represent the transactions by
their message types. We call the message type the su-
perparameter of the transaction. Each such transac-
tion may represent one deployed transformation com-
ponent from Figure 1. Message-based components
are an old type of components, known from classical
transaction monitors. They are crucially important
for a workable enterprise platform, and it was a major
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Figure 2: DTIMs fit to the typed automaton model.

drawback for the early Java enterprise platform not
to have message-driven ESBs; their later addition was
eagerly awaited by practitioners. Such message-based
components are an exact replica on the implemen-
tation level of our platform-independent concept of
transactions, and indeed such message-based compo-
nents follow the superparameter concept, in that the
message is their sole parameter and it is of course a
structured data object. As an additional side remark
one might add that these concepts bear resemblance
to the coordination language Linda (Gelernter 1985),
but in practice the central requirements for users are
nonfunctional requirements, chiefly persistence of the
messages. There is also a direct correspondence to ac-
tive database technologies: the transaction for mes-
sage m is in principle a trigger on insert on table
m, and it follows the event-condition-action pattern.
The transactional execution style used here is called
detached in active database terminology.

4.2 Data Type Interchange Models

The Data Type Interchange Models (DTIMs) that
we are going to introduce are first of all a natural
translation of the above mathematical definition into
a data model. We will use the parsimonious data
model from form-oriented analysis (Draheim & Weber
2004). The DTIM in its elementary form contains as
entity types (depicted as nodes) just such message
types that represent transactions. This means that
we depict such message types where each new instance
triggers an action, and this action may result in new
messages. The messages are immutable types.

An elementary DTIM is a directed graph with
message types as nodes. If the transaction for mes-
sage type A may send messages of type B, then the
DTIM contains a directed edge from A to B. The
connection between the mathematical notation for a
single transaction and the node in the DTIM is shown
in Figure 2. DTIMs are just data models, the nodes
are entity types and the edges are relation types be-
tween them. The direction on the edges implies an
order in time of the insertion of messages, from ear-
lier messages to later ones. Since the edges are just
relation types, DTIMs can immediately be annotated
with constraints such as multiplicities at the targets
of relation types. A 1...1 multiplicity at B for exam-
ple indicates that a message of type A always causes
a message of type B. These multiplicities are written
with three dots, since they have asynchronous seman-
tics as will be explained in Section 4.5. At the source
of each edge, a composition diamond is implied by the
above definition of transactions since every message
was produced by exactly one transaction. These di-
amonds are shown in Figure 3 to illustrate this fact,
but they will usually be omitted and assumed im-
plicitly in DTIMs. A message type can have many
ingoing edges as well, coming from all those transac-
tions that can produce such a message. This means
that the object net over the DTIM is not only cycle

check

order

payment

purchase

Figure 3: The transitions in DTIMs have implicit
composition diamonds at their source.

a

b

c

Figure 4: Subsystems in a DTIM

free but in fact it is a forest.

4.3 The Distribution Viewpoint

So far, elementary DTIMs model message-based sys-
tem architectures and view distribution as transpar-
ent, meaning that distribution is not depicted. In the
distribution viewpoint, we want to demarcate differ-
ent distributed systems.

We introduce subsystem types, depicted by dashed
boxes around message types. Each such box is a sub-
system type. Such a subsystem type can have many
instances. Each message, being an instance of a mes-
sage type, must belong to one subsystem instance.
Boxes can overlap, however, or message types can be
depicted several times, in different subsystems. For
example, in Figure 4, the subsystems a and b over-
lap and have message type c in common. This means
that a message instance of type c can be either in
subsystem a or in b, but not in both. We therefore
have the notion of a unit system type and a single
unit system of this type. Several servers that run the
same software would be modeled as several instances
of the same unit system type. If a subsystem type
is for example modeling a supply chain management
system, then each instance would model a different
company using this software and the extension (set
of all instances) of the subsystem type is the set of
all banks that use the same enterprise software. If
another part of the DTIM models a supplier and this
supplier sends a message to the supply chain system,
then we see that the DTIM does not express the inter-
connection of the system instances; rather it models
the fundamental capabilities of the software: It shows
that a supplier with a certain software can connect to
one instance of the supply chain management prod-
uct, then this supplier can in principle connect to all
systems of this make. Usually we expect that the
subsystem boundaries are boundaries for the access
to data that the actions can take in their operations.

4.4 Compositional Properties of Data Type
Interchange Models

We use for the platform-independent models pre-
sented here the model composition mechanism from
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Figure 6: An example data type interchange diagram
showing all the notational elements

form-oriented analysis. the point of this mechanism is
that models are conceived as a set of model elements
and composition is the set union of these sets. As
a consequence, some models that contain partly the
same, partly different elements, can be composed, as
shown in figure 5.

In order to indicate that the system is producing
output to the environment, it has to have message
types which do not represent specified transactions,
but outgoing messages. These message types form
the output collection, each one called an output type.
In the following we also want to have the possibility to
explicitly define which messages can be received from
the environment; we call them input types, together
forming the input collection. Each choice of messages
from the model is valid as the input collection. By not
including a message in this collection we express that
this message does not relate to a publicly available
service of the distributed system. This is therefore a
visibility stereotype. An example showing the nota-
tional elements is shown in Figure 6.

The input collection is helpful for an analysis in
the style of dead code analysis. Transactions with su-
perparameters not reached from the input collections
can never be called. In Figure 6 the transaction order
is such an example.

The whole distributed system expressed by a
DTIM can itself be conceived as having a single in-
terface. For each input method we choose those mes-
sages from the output list which are reachable in the
directed graph. In this way, the whole system can be
considered as a single subsystem in a larger system.

In this way we can use one DTIM L as a model
subsystem in another DTIM R. This is shown in Fig-
ure 7. The relation between the two diagrams shows
that this is a compositional concept. We can form
larger diagrams, by modeling subsystems and con-
necting them with a diagram on a higher level. This
is similar to functional composition. The subsystem
can be said to be called over its interface by the higher

Figure 7: Similar to functional decomposition, a
model subsystem in one DTIM can be defined by a
whole sub-DTIM

level system. It is important to add that the seman-
tics behind this composition notion is just the con-
cept of model composition by set union that was ex-
plained earlier. Concerning the outgoing arrows of a
message type, we introduce here more general use of
DTIMs, because in this diagram, the outgoing edges
of one action do not have to be produced in the same
transaction; they can have been produced in a later
transaction that was caused by the first transaction.

4.5 Context of Multiplicities

Constraints on DTIMs such as multiplicities can be
tied to different checkpoints. For multiplicities this is
necessary to accommodate for the fact that not all the
messages produced during the operation of a system
are processed at once but in a consecutive way. To
state in intuitive terms: asynchronous messages call
for asynchronous multiplicities. We can formalize this
the following way.

A multiplicity tied to the transaction boundaries
is valid after each transaction. Such multiplicities
are depicted with two dots between upper and lower
bound. But the multiplicities given at the targets
of DTIM-edges – we call them DTIM multiplicities
– have a different meaning, and are therefore shown
with three dots. To understand the motivation we dis-
cuss the effect of a message. The message is processed
in a transaction, then the transaction may trigger new
messages, and so a message cascade is started which
is supposed to terminate. The lower DTIM multi-
plicities define conditions that must hold before the
cascade terminates, and the upper DTIM multiplici-
ties define limits for the message cascade.

5 Application to Form-Oriented Interface
Modeling

DTIMs can be used to specify interaction with a
browser. We compare here formcharts, the dedicated



user interface models of form-oriented analysis (Dra-
heim & Weber 2004), with an equivalent DTIM. The
terminal client where the dialogue according to the
formchart takes place is usually one subsystem. All
client sessions are instances of this unit system.

Within a server action modeled in a DTIM it is
possible to query a remote system and to forward the
response to the user. Take a look at the example in
Fig. 8. In this example we assume that the user per-
forms a login at a subsystem of the IT infrastructure,
but the authentication service is on a remote system.
The example shows a formchart with one server ac-
tion LoginForm. The two solutions below show two
different specifications of this formchart cutout with
DTIMs. The interface of the remote customer man-
agement determines which alternative is the right one.

All client pages are in the leftmost unit system,
the form-oriented client. The transitions from the
leftmost unit system to the unit system in the mid-
dle represent all page/server transitions in the form-
chart. The node LoginForm in the IT subsystem rep-
resents the actual message type LoginForm from the
user message model. The submitted form goes to this
transaction. The subsystem queries an external cus-
tomer management system about the authentication.
This system answers to a receiver transaction. There
are two natural variants for the interface of the au-
thentication service. In solution A it sends back one
message type containing the statement on the valid-
ity of the user request. In solution B it sends an
error message in the case of an invalid request. The
subsystem then has to offer two receivers for the re-
spective message. The transition between Login and
LoginForm is again another generalisation of the use
of DTIMs. The transition in this case takes place af-
ter the user has viewed the login form and triggered a
new page change. In this way the DTIM is even used
to model processes that include human intervention.

6 The Action Viewpoint

An often discussed phenomenon is synchronization
between message streams. Not every incoming mes-
sage must immediately lead to an action. Assume,
we need a quote and an approval in order to confirm
a travel booking. Then only if both messages are ar-
rived, an action is performed. We therefore want to
define a viewpoint that expresses this abstraction, the
action viewpoint. Actions that are performed get an
own identity, and they can result in several memos
produced. An action type is an entity type and it has
relation types to all memos that are required, and all
memos that are produced. The action viewpoint re-
sults in a bipartite action model resembling a Petri
net as shown in Figure 9. The two partitions are ac-
tions and memos. The actions themselves do not hold
data, but they help in defining a superparameter; the
action is linked to all the memos that are input to
the action, and we consider the composite of all these
memos the superparameter. The action viewpoint is
a computation-independent model (CIM). It can be
implemented with DTIMs.

Multiplicities that refer back from an action to pre-
decessor memos that must be there at the start of the
action. If for example the multiplicities are all 1..1
multiplicities, they represent a synchronisation, and
the action behaves similar to a synchronisation bar in
a Petri net.

Often, with respect to transactions, the actions
are executed detached; that means: in a new transac-
tion after the trigger conditions are met; the trigger
conditions then hold already before the action is per-
formed. In principle, one message insert can trigger
multiple actions, and these actions do not have to be

action

memo2

memo1 1..1

1..1

memo3

memo4

Figure 9: A Message Flow Model
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Figure 10: Nondeterminism in a Message Flow Model

in one transaction.

6.1 Nondeterminism and the Action View-
point

The action viewpoint is similar to coloured petri nets
since it is bipartite. In contrast to Petri nets however,
there is not necessarily a consumption of messages
by the successor messages. This becomes obvious if
we consider nondeterminism in examples. In the two
small MFMs in Figure 10, in the left picture each mes-
sage is giving rise to either action1 or action2 but not
both. In this sense the message is consumed, but only
because of the xor constraint (note here that the xor
constraint and the multiplicities are stated following
the PD model convention, not the UML convention).
That could express nondeterminism, but not neces-
sarily; this should come as no surprise, since nonde-
terminism could be often a lack of information, so if
other parts specify when each alternative will be used,
the nondeterminism disappears. This is a typical in-
stance of the fact that nondeterministic programs are
often simplifications of deterministic programs, as it
was for example used in the JSPick type system for
loops and if statements (Draheim et al. 2003).

On the right hand side however, the message may
give rise to two actions because of the multiplicities.
Having an upper multiplicity at every action reach-
able from a memo, like in Figure 10 is the usual case.
This is important to make sure that the trigger is
executed only once, without referring to a very me-
chanical operational semantics of trigger execution.
The lower multiplicity zero is necessary in many cases,
since actions are executed detached, and it is hard to
give any guarantee on when the message will be exe-
cuted. The main advantage over more sophisticated
Petri Net variants is here that we use only the most
basic core of data modeling; that is, entity types, re-
lation types and multiplicities, nothing more.

The bipartiteness in the action model is different
from the bipartiteness of a formchart: The formchart
is a further partitioning of the memos into two parti-
tions; the actions are not modeled in the form chart,
because the modeling of the actions is trivial in the
case of the form chart. This is because in the classi-
cal form-oriented model, every action is triggered by
a single message; in other words there is no synchroni-
sation going on. The actions are intermediate states
between the formchart states, thus representing tran-
sitions.
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7 Viewpoints that Support Auditability

Now we are in a position to use the model obtained
so far in order to provide a high-fidelity audit track
of the user interaction. In the last section we have
established a purely message-based model for system
interaction. In this section we will present how this
model should be applied in order to make sure that
the recorded messages represent faithfully the system
interaction. Again we state this as viewpoints in the
style of ODP.

7.1 The User Memo Viewpoint

In this viewpoint, user created memos are strictly dis-
tinguished from all other, system created messages.

We extend it to the Signed User Memo Viewpoint
with the following main semantic model: Users pre-
pare and sign memos, wherein signing is understood
in a very general sense — hitting a confirm button
after explicit exhortation to check carefully counts as
signing; this will be discussed later. If a user shall
sign a memo, then the memo must contain a com-
plex information that makes sense. Hence the memos
must be semantic units that create a level of hierar-
chy in a hierarchical data model. Some memos are
irreducible units on their semantic layer; that means,
decomposition down to smaller units is not possible
without loss of meaning (while they can probably be
always composed, creating what is called a junctim).
Wherever sensitive data is involved, the practitioner
must be aware of the significance of submitting a cer-
tain report. This viewpoint clarifies that if we later
want to audit the submission of a certain primitive
value, we need to store sufficient context information;
this is the memo.

The system output viewpoint is complementary to
the user memo viewpoint. It separates out those mes-
sages that have been presented to the user (as opposed
to having been just put into a mailbox). Here, how-
ever, there are some issues in defining which informa-
tion has been shown to the user. In principle, even a
page that has to be scrolled is not an output in itself,
but only a queryable result to begin with, the query
being the scrolling option. Therefore, especially for

critical systems, we will have to define a screen out-
put viewpoint. In this viewpoint, a faithful model of
the information as it was presented to the user does
exist, and it is available for audits.

7.2 The Plain Data Memo Viewpoint

The signed user memo viewpoint requires that the in-
formation was shown to the user and recognized. This
poses interesting questions: Which formatting is per-
mitted, for instance regarding font size, color, reflow-
ing of text. How is the message identified? Which
framing is necessary? For critical information we
should avoid embellishment. Such information should
be presented as plain data. Plain data is not plain
text, it is a successor that it is similarly bare-metal,
but problem-defined, not implementation-defined as
it was the old green screen terminal. All graphical
formatting should follow strict guidelines. The use of
color must be questioned. Emphasis like bold fonts
should be only used if this follows a well known stan-
dard in the profession using this system. A user inter-
face element that contains important alerts must be
prevented from occlusion, not only from scrolling, but
from other windows, minimization etc. Occlusion-
free technologies like the generic editor in (Lutteroth
2006) can be used. There is no point in auditing the
system output on the GUI level, if there is no in-
herent guarantee that the user has actually seen the
messages that are registered in the audit trail. Infor-
mation presentation is on/off: Either information is
presented, or it is not presented. This is particularly
the perspective that a later audit will take in any
case. Plain data can be described with data types,
and an instance of the data type is sufficient to de-
scribe a presented page, since the presentation should
be standardized. Moreover, one has to be aware that
data presentation always involves the presentation of
data and metadata. It is a reasonable requirement
that a measurement value is presented with the same
label at the output, as it was presented at the in-
put. This label is part of the metadata, and in many
cases part of the type system. In form-oriented anal-
ysis, this uniform presentation is achieved by collect-
ing the metadata in a repository, the shared model.



Pages that present information as well as the forms
that are used to enter the data are specified as types
of a hierarchical type system. The form is represented
by the same type that is used to describe its presen-
tation. The plain data viewpoint would therefore re-
quire that in general the screen presentation is always
the same for the same piece of data. In principle only
the access rights change (whether a piece of data can
be read or written).

7.3 User Notification Viewpoint

in the User Notification Viewpoint we emphasize that
important events have to be presented such that their
arrival is recognized, such as critical information that
must be read in full by the user. This concept belongs
under the user memo viewpoint, since the natural idea
is that the user has to sign them off with a short,
generic I-have-read message. Furthermore the sign-
off should follow the following pattern that is of more
general relevance.

The confirm pattern is a proposal how to stan-
dardize signing and how to make it recognizable for
the user. In the confirm pattern, all binding signing
operations happen on forms that have only immutable
content and have only a confirm and an exit button.
The exit button is not a reject button, in case it is a
modal dialogue. This means, the user is not coerced
to either accept right now or lose the offer, because
this would prevent the user from doublecheck other
data in the system, or, more general, to do higher
prioritized tasks. If it is not a modal dialogue, then
there is not a necessity to require this exit semantics.
There is only one possible change the system can do
without being prompted by the user, and that is to
invalidate the offer. An additional requirement could
be that minimum ’offer valid until’ time is shown, and
the offer is only invalidated after that time. Beyond
that, the user confirm viewpoint requires a receipt for
the user, so that the user knows that his confirmation
was indeed recorded.

8 Form-Oriented Models

The system models given so far create the basis for
the modeling methodology that we call form-oriented
analysis (Draheim & Weber 2004). There it was ar-
gued that we can capture information systems in cer-
tain highly standardized models that we call normal
forms. These normal forms are different from the
database theory notion of normal forms. Our nor-
mal forms will allow us in turn to audit such systems.
They all have the term warehouse in their name to in-
dicate that they all support inserts, but no updates.
There are three normal forms that we usually con-
sider:
• The history warehouse. Every state the system

assumed at a certain point in time is kept as part
of the immutable system state. This system view
is therefore adding a time dimension to the whole
datamodel.

• The log warehouse. The log of updates is kept
as a queryable data model. First we assume that
the log is kept in addition to the current (up-
dateable) state. The log is a redo log, and this
means by definition that the information in this
log is sufficient to reconstruct the state at each
point in time. The state thus is revealed as being
a materialized view on the redo log.

• The message warehouse. In the message ware-
house, every incoming and outgoing message is
stored in the system state. This model stores the
messages as they appear at the system boundary.

The message warehouse stands in direct relation-
ship to the fully memo-based viewpoint. These nor-
mal forms enable us to give a rewording of the tenet
of the fully memo-based viewpoint. The idea behind
this viewpoint is that all three normal forms are in
fact equivalent under certain assumptions; they can
be derived from each other. Therefore we want to
make these further assumptions about the business
logic explicit. In order to assume that the log ware-
house is a view on the message warehouse, we have
to assume that the business logic makes any nonde-
terminism known to the system clients. This means
that the same input message always leads to the same
updates, or any nondeterminism taking place has to
be reported in the same transaction in some kind of
output (which could, however, be an administrative
message inbox). In order for the message warehouse
to be a view on the log warehouse, we have to assume
that the system stores all input in some manner, i.e.
it does not discard any input field. With very few
exceptions (repeated password in a password change
dialogue) this is a natural assumption anyway. On
the other hand this points out that it is a good prac-
tice for a system to keep a direct record of all input:
it is indeed a strange procedure if we shred each input
form and distribute it onto many tables of the data
model without keeping a direct record.

The normal forms are important for us because
they deliver the audit trails that we need in order
to assess the system behavior. Hippocratic databases
use in our terminology the log warehouse for audit-
ing purposes. We however will put emphasis on the
message warehouse, because this keeps track of all the
system communication and hence can be used as the
audit trail. We argue that it is moreover the more nat-
ural audit trail, because it keeps more direct evidence
of the system interaction, especially if embellishment
is kept to a minimum, which is a good practice in crit-
ical systems as we will argue later. The log warehouse
in contrast has to be interpreted and the actual user
activity has to be inferred. The message warehouse
is interesting in that it connects data modeling with
human computer interaction: all interactions become
part of the data model.

9 Discussion

The viewpoints give us a platform-independent list of
requirements. They particularly help us to use the
message-warehouse as a faithful history of the system
usage for further audits. Compliance audits enable an
after-the-fact analysis whether privacy policies have
been observed (Johnson & Grandison 2007). Our sys-
tem model keeps a log of every interaction with the
critical system. This includes also the information
about the conversational sequence in which the mes-
sages are produced. The amount of data presented,
especially if reports are involved, may become large.
However, in sensitive information systems it is reason-
able to assume that casual browsing is discouraged.
Futhermore the audit trail should describe faithfully
what was actually presented to the user (following the
screen output viewpoint). In the case of a report this
is therefore not necessarily the whole report, but only
the pages that were seen by the user. The audit pro-
cess in our proposal has access to a description what
information was actually presented to the user. In
principle, it might not be automatically possible to
reconnect the data presented to the database entries;
this is so because the intervening information system,
as a potentially universal system, can arbitrarily pro-
cess the data. In the simplest such case the label of
the data might be changed (column in the database
has an abbreviation as a name, form on the screen



presents the long name). It is therefore indeed neces-
sary to test the audit process for every type of screen
or every outgoing message that the system generates.
This is another example where the system model pre-
sented in form-oriented analysis can help: It clarifies
that a reasonable system can be built with only a fi-
nite number of screen types and is therefore amenable
to such a check. Furthermore this clarifies why the
use of a shared model as explained in the plain-data
viewpoint is crucial not only from the standpoint of
user understanding of the system, but also from the
standpoint of auditing the system. Our approach of-
fers a further possibility to enhance privacy: If the
concept of a shared model is used consistently, then
we can envisage a purely formal audit trail, in which
for one message of a part of this message only the type
from the shared model is recorded, and the sensitive
data is not replicated in the audit trail.

10 Conclusion

We need a platform-independent way to describe sys-
tems that must fulfil stringent requirements. Here we
focused on an architecture enabling auditability. We
used a message-based approach since the messages
are the building blocks of our audit trail. Message-
based architectures can be set up with a plethora of
technologies. The high level design of such systems is
however often very similar. In this paper we presented
a platform-independent model that fits well to current
state of the art architectures such as enterprise ser-
vice bus technologies. We focused on making systems
auditable, not on discussing the audit process itself.
We have argued that the audit process should have
access to the data in a way that faithfully represents
the way the data was presented as well as the way
the data was entered. At the same time this faithful
way must be on the level of the data itself, i.e. it
must live on the abstraction level of data types. In
the future, such a system model can be used to pro-
vide standardized input for audit systems based on
standard technologies such as data warehousing and
data mining.
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